Analyzing open-source software systems as complex networks
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\textbf{A B S T R A C T}

Software systems represent one of the most complex man-made artifacts. Understanding the structure of software systems can provide useful insights into software engineering efforts and can potentially help the development of complex system models applicable to other domains. In this paper, we analyze one of the most popular open-source Linux meta packages/distributions called the Gentoo Linux. In our analysis, we model software packages as nodes and dependencies among them as edges. Our empirical results show that the resulting Gentoo network cannot be easily explained by existing complex network models. This in turn motivates our research in developing two new network growth models in which a new node is connected to an old node with the probability that depends not only on the degree but also on the “age” of the old node. Through computational and empirical studies, we demonstrate that our models have better explanatory power than the existing ones. In an effort to further explore the properties of these new models, we also present some related analytical results.

\section*{1. Introduction}

In the past few years, we have witnessed dramatic growth in the body of the literature studying complex networks in a wide variety of fields. Examples include the movie actor collaboration \cite{1,2}, science collaboration \cite{3}, WWW \cite{4–6}, Internet \cite{7,8}, protein–protein interaction networks \cite{9}, transportation networks \cite{10}, and e-mail networks \cite{11}. Software systems \cite{13–18} represent another important class of systems that can be studied using the complex network analysis framework. Such systems are one of the most complex man-made artifacts and play a critically important role in the modern society. The U.S. National Institute of Standards and Technology (NIST) estimated in 2002 that software faults alone can cost the U.S. economy $59.5 billion annually, representing about 0.6% of the U.S. gross domestic product \cite{12}. Understanding the structure of software systems can potentially lead to better software engineering practice and increased system reliability. In particular, complex network theory can contribute to the development of quantifiable measures of software structure that in turn can help to develop large software systems with desirable structural designs and identify potential structural problems.

Research on studying software from the perspective of complex systems is emerging but to date has not received wide-spread attention \cite{13}. We suspect that the main reasons behind this are the difficulties with data collection and the lack of applicable models \cite{14}. In the past few years, however, the fast growth of open-source software has allowed researchers to collect data easily. In addition, the recent complex network literature is also making an increasingly rich set of models available to analyze software systems. In this paper, we focus on an analysis of software systems using complex...
network theory. A software system is composed of many interacting units and subsystems and the interactions among them directly reflect the design, coding, and execution of software. As such, analyzing and modeling software systems as complex networks can afford us meaningful understanding regarding the formation and evolution of code-based software structures and the processes governing the development of software systems. Furthermore, understanding the functional organization of evolving software systems may also provide new insights into network growth in a significant engineering setting that could potentially help us to gain better understanding of other classes of complex networks.

In this paper, we analyze one of the most popular Linux meta packages/distributions called the Gentoo Linux operating system. In Gentoo Linux, software applications are distributed in the form of packages. As is common in open-source software development, the developers of many software applications rely on using other open-source packages. Such dependencies among packages can manifest themselves in different forms. For instance, one package needs the source code of another package to compile correctly. In another form, source-code dependencies do not exist; rather, the binary-level library sharing is required for a package to function properly. Such software package dependencies often span across many different projects. A package management system serves the purpose of managing such dependencies, which is important for both functioning and maintenance (e.g., automated updating) of software packages. The Portage system is a sophisticated package management system used by Gentoo Linux fashioned after the well-tested package management system used in another major open-source project—the Berkeley Software Distribution (BSD). Gentoo's portage manages more than 10000 packages and has explicit information about dependencies among packages. Such dependencies represent to a large degree the true structure of a large software.

In our research, we study the package dependencies existing in Gentoo Linux. By treating packages as nodes and their dependencies as edges, we construct the Gentoo network. The rest of this paper is organized as follows. In Section 2, we present an empirical analysis of the Gentoo network. As some key properties of this network cannot be explained by the existing network evolution models, we have been motivated to develop our own models. In Section 3, we discuss three related known models and then propose two new evolution models, in which a new node is connected to an old node with the probability that depends not only on the degree but also on the age of the old node. Section 4 presents a computational study based on these models. The results of this study are compared against the findings from the real-world Gentoo network. These simulation results show that our models have better explanatory power than the existing models. In Section 5, we present some analytical results related to our new models. Finally, Section 6 concludes the paper by summarizing our findings and discussing possible future research.

2. An empirical analysis of an open-source software dependence graph

Linux is an open-source operating system that has a rich set of application software packages. Gentoo Linux is one of the most popular Linux meta package distributions with a flexible and powerful software management facility called the Portage system. The Portage system explicitly tracks dependencies among software packages, making software installation and upgrading automatic and efficient. The Gentoo Linux has been quite popular in both its user base and developer community since its inception, in part due to the power and flexibility of Portage. The number of the software packages in Gentoo Linux has been growing very quickly in the past few years. Until February 2007, Gentoo’s Portage has managed over 16800 packages. Most of the data used in this paper were collected from the Portage and the Gentoo Web site [19]. Note that our data are quite different from those used in previous studies concerning software. In [13], the authors analyze small-scale software systems (e.g., DM consisting of 187 packages, VTK 788 packages). Data used in [14] are mainly concerned with software change events from revision histories or logs and do not capture package dependencies.

Fig. 1 illustrates what the Gentoo package dependency network (referred to as the Gentoo network thereafter) looks like, where the nodes represent the packages available from Gentoo and the edges the dependencies among packages. For example, nodes labeled as 3dfb-0.6.1 and glib-2.8.5 represent packages 3dfb-0.6.1 and glib-2.8.5 respectively; whereas the edge between nodes 3dfb-0.6.1 and glib-2.8.5 indicates the dependency between these two packages.
In this section, we make brief observations concerning the properties of the Gentoo network. Some symbols used in this section are summarized in Table 1. We mainly focus on degree distribution but also discuss the sparsity, clustering coefficient, degree growth rate, and node growth of the network.

Sparsity

As of February 2007, the number of nodes $N_n$ in the Gentoo network is 16 803, and the average degree $\langle k \rangle$ is about 2.7576. The total number of edges $N_e$ is 23 168 while the total number of edges of the complete graph with 16 803 nodes is $C_{16803}^2 = (16803 \times 16802)/2 = 141 162 003$. The ratio between them is about 0.016%. The Gentoo network is sparse in general.

Clustering Coefficient

The clustering coefficient $C_i$ of the node $i$ is defined as $2e_i/k_i(k_i-1)$, where $e_i$ is the number of the existing edges between the $k_i$ neighbors of node $i$. For nodes with degree 0 or 1, we set $C_i = 0$. The clustering coefficient $C$ for the entire network is the average of $C_i$ over all the nodes [20]. The clustering coefficient $C$ of the Gentoo network is about 0.0318 while the clustering coefficient of a corresponding random graph $C_{\text{rand}} = \langle k \rangle / N_n = 0.0001641$. That is, the clustering coefficient of the Gentoo network is about 194 times higher than that of the random graph.

Degree distribution

Degree distribution in random graphs is either binomial or Poisson when the size of the graph is large. However, many real-world networks have been found to follow different patterns. For instance, many networks' degree distribution follows the power-law property, while others' exhibits non-power-law features such as exponential cutoffs [21–24]. Fig. 2 shows the degree distribution of the Gentoo network in log $k$ to log $P(k)$ view. Note that log in this paper is natural logarithm. The plot shows that the degree distribution of the Gentoo network does not follow the Poisson distribution and a pure power-law distribution. Rather they closely resemble a stretched exponential distribution because the curve declines more rapidly that the dashed line with a slope 2.3391. However, the tail of the curve appears to be much longer than that of a stretched exponential distribution.
exponential distribution. Amaral et al. [21] and Albert et al. [25] have found this similar phenomenon in other real-world networks and suggested that the aging effect of the nodes can be a leading explanation.

**Degree growth rate**

To further illustrate the impact of the age of nodes on their attractiveness (in terms of being used by a new package), we conduct an empirical analysis based on degree growth rate for a selected set of 539 packages/nodes. These packages are those that are already recorded in Gentoo’s portage system by January 2003 and have been kept as an active part of Gentoo until at least February 2007. We observe how these nodes’ degrees change on average over this 50-month time window. To quantify the degree growth rate for month $t$ for package $i$, we use $R_i(t)$, defined as $(k_i(t) - k_i(t-1))/k_i(t)$ where $k_i(t)$ denotes the degree of $i$ at month $t$. Fig. 3 plots the average degree growth rate as a function of the time. This plot indicates that the average degree growth rate of these packages exhibits an interesting two-phase behavior. In the first phase, the rate grows and reaches a maximum point whereas in the second phase, the rate begins to decrease slowly. This two-phase behavior strongly suggests the presence of the aging effect and has an intuitive explanation. As Gentoo Linux grows, some important software packages are heavily utilized in new packages, exhibiting the “winner takes all” phenomenon. However, with the rapid increase of available software packages in Gentoo Linux as shown in Fig. 4, the number of packages that can provide similar functions or capacities as those popular packages also increases. As a result, more choices become available, potentially reducing the attractiveness of those high-degree packages.

3. Model development

As shown in our empirical analysis presented in the previous section, the Gentoo network is sparse and has a high clustering coefficient. In addition, some nodes have very large degrees and the degree distribution has a large tail. This section presents our work attempted to develop models to explain the evolution of the Gentoo network. We start with a brief review of some related known models and then present our models.

3.1. Related models

In the past few years, a large number of network models [26–34] have been developed. Some of these models are extensions to the classic BA model [2], which is based on two mechanisms: incremental growth and preferential attachment. We discuss briefly three models relevant to our study, namely the BA model, the Krapivsky–Redner–Leyvraz (KRL) model [27], and the Dorogovtsev–Mendes (DM) model [28].

**BA model**

In this model, the network starts with an initial set of nodes. At each time the network grows with the addition of new nodes. For each newly added node, new edges are added between it and some old nodes. The nodes to receive new edges are chosen following a linear preferential attachment rule, that is, the probability $\Pi(k)$ of an old node receiving a new edge is proportional to its degree $k$.

$$\Pi(k) \sim k.$$ (1)
When $k$ is sufficiently large, the degree distribution $P(k)$ follows a power-law dependence $P(k) \propto k^{-\gamma}$ with a fixed exponent. The BA model captures a mechanism that can result in the power-law degree distribution. On the other hand, it predicts a power-law degree distribution with a fixed exponent, whereas the exponents measured for many real networks can vary between 2.1 and 4. In addition, the degree distribution of real networks can have non-power-law features such as exponential cutoffs or saturation for small $k$ [21–25].

**KRL model**

The model is proposed by Krapivsky, Redner, and Leyvraz [27]. Replacing the BA model’s linear preferential attachment, they use a nonlinear preferential attachment rule. When choosing the nodes to which a new node connects, the probability $\Pi(k)$ depends on $k^\alpha$,

$$\Pi(k) \sim k^\alpha,$$

where $\alpha$ is a tunable parameter.

**DM model**

The BA model and the KRL model have one common characteristic: their preferential attachment rules depend only on the degree of the old node. However, in applications such as reference networks aging occurs: the authors rarely cite very old papers. Dorogovtsev and Mendes proposed an extended model in which the probability $\Pi(k)$ is dependent not only on the degree $k$ of the old node but also on its age $\tau$, that is,

$$\Pi(k) \sim k\tau^{-\beta},$$

where $\beta$ is a tunable parameter.

### 3.2. Two new models

Based on our empirical observations, we note that in the Gentoo network some nodes have a clear finite lifetime. Standard models such as the BA and the KRL do not model such aging effect. See Fig. 5(a) and (b) for simulation results showing the unsuitability of these models in explaining the Gentoo network. The DM model explicitly considers not only the node’s degree but also its age. However, there is still a large gap between what the model predicts and the real-world observations as shown in Fig. 5(c). Part of the reason seems to be that when the nodes are very “young,” the DM model shows approximately linear preferential attachment whereas many real-world networks including the Gentoo network display nonlinear preferential attachment.

We propose two new models to explain the evolution of networks exemplified by the Gentoo network: the Degree Dependent adjustable Evolution with Aging (DDEA) model and the Degree and Age dependent Adjustable Evolution (DAAE) model. These two models extend the KRL and DM models by following similar growth patterns but with different preferential attachment rules. In DDEA and DAAE, the probability that a new node is connected to an old node is not only proportional to the degree $k$ of the old node but also dependent on the age $\tau$ of the old node. Details of these two models are as follows.
Network growth

We observe that the Gentoo network starts with a small number of nodes and then the number of nodes in the network grows very rapidly. Both DDEA and DAAE start with a small number ($m_0$) of connected nodes. Subsequently, at each time step we add a new node with $m$ edges that link this new node to $m$ existing nodes. Note that the number of newly added edges $m$ is not fixed. Rather it is drawn from a known discrete distribution.

Preferential attachment

In the Gentoo network, some nodes have very high degrees, corresponding to some popular software packages based on which many other applications have been developed. This suggests preferential attachment based on the degree of the old node. Also we often observe that with the growth of Gentoo Linux, new software packages become available with a set of functionalities extending (or reimplementing) those offered by the existing popular packages. Soon after that, developers are starting to use these new packages and the popularity of the old ones starts to drop. This substitution effect leads to our modeling effort that adjusts the preferential attachment probabilities based on both the degree and the age of an node. The preferential attachment rules of DDEA and DAAE follow different forms.

(1) In DDEA, the attachment probability $\Pi(k)$ is given by

$$\Pi(k) \sim k^\alpha e^{-\beta \tau},$$

where $\tau$ is equal to $t - s_k$, with $t$ denoting the current time and $s_k$ the time the node $k$ was born. (We dropped the subscript denoting the node index from $\tau$ to simplify the notation.) Parameters $\alpha$ and $\beta$ are tunable. In this model, a young high-degree node has a high chance to be connected to a new node. The aging effect, however, will make the node less attractive as time progresses even if it is already well-connected.
Fig. 6. Comparison of the degree distributions in log–log plots. (a) Simulation results of the DDEA model, for $\alpha = 1.24$ and $\beta = 0.0006$. (b) Simulation results of the DAAE model, for $\alpha = 2.14$ and $\beta = 0.00073$.

(2) In DAAE, $\Pi(k)$ takes the following form:

$$\Pi(k) \sim k^{\alpha - \beta k}. \quad (5)$$

Similar to DDEA, DAAE ensures that a young, well-connected node will have high probability to be connected to a new node and that aging will reduce the connection probability. The key difference between these two models is that in DAAE a young node not yet well-connected will have a higher probability to be connected to a new node.

From a modeling perspective, we hypothesize that DDEA and DAAE can be potentially fruitfully applied to describe other similar networks whose nodes have a finite lifetime (e.g., reference networks) or whose edges have finite capacity (e.g., the Internet router network). Such studies are beyond the scope of this paper.

4. A computational study

Based on the models described in Section 3, we have conducted a computational study. The simulation results are compared with the actual observations made from the Gentoo network. The simulation procedure governing the initial network setup and subsequent growth closely resembles the experimental method used by Liu et al. [6]: We start with two connected nodes. At each step of network growth, a new node with $m$ edges will be connected to $m$ different old nodes until the total number of nodes reaches the number of actual nodes in the Gentoo network. Here $m$ is not a constant but a random value drawn from the set \{1, 2\} with corresponding probabilities \{$p_1$, $p_2$\}. These two probabilities are estimated by equations $N_1 + N_2 = N_{\text{new}}$ and $N_1 + 2N_2 = E_{\text{new}}$, where $N_{\text{new}}$ denotes the total number of newly added nodes, $E_{\text{new}}$ the total number of newly added edges, and $N_1$ and $N_2$ the numbers of the newly added nodes with one edge and two edges, respectively. Since the total numbers of nodes and edges in the Gentoo network are 16,803 and 23,168 respectively, in our simulations, $N_{\text{new}}$ is set to 16,801 and $E_{\text{new}}$ to 23,167. We calculated $p_1 = \frac{N_1}{N_{\text{new}}} = 0.6211$ and $p_2 = \frac{N_2}{N_{\text{new}}} = 0.3789$. Because of the stochastic nature of the network growth, each simulation setup was repeated for 30 times and the results are the averages over these 30 replications. Fig. 5 summarizes the simulation results of the BA, KRL, and DM models. Fig. 6 summarizes the simulation results based on our DDEA and DAAE models.

Fig. 5(a) shows the degree distributions of the BA model and the Gentoo network. We note that the degree distribution of the Gentoo network deviates significantly from that produced by the BA model. The absolute value of the slope of the Gentoo network is larger than that of the BA model. The clustering coefficient produced by BA model is 0.000261, which is far smaller than that of the observed value 0.0318. Fig. 5(b) compares the degree distributions of the KRL model and the Gentoo network. The clustering coefficient produced by KRL model is 0.2361, which is much larger than the actual value. In the case of $\alpha = 1.32$, the degree distribution of the KRL model provides a good match for the Gentoo network when the degree is not large. However, as the degree increases, the differences start to show. The maximum degree of the KRL model simulation results is far larger than that of the Gentoo network. The clustering coefficient in this case is 0.2361, which is much larger than the actual value. When $\alpha$ is equal to other values, we also cannot obtain good results. For example, when $\alpha$ is equal to 1.45, in this case, the clustering coefficient 0.3440 and the degree distribution are different from the actual value.

Fig. 5(c) shows the degree distributions of the DM model and the Gentoo network. We can clearly see their differences. When the parameter $\beta$ is equal to 0.5, 0.05, and 0.005, the absolute values of the slope of the DM model are smaller than that of the actual curve and the tails are much shorter. The
resulting clustering coefficients are equal to 0.0002447, 0.0008696, and 0.0016. All of these three values are much smaller than that of the actual value. Setting β to other values seems to reduce the overall descriptive power of the DM model. The general observation is that none of these three models provide a good explanation of the observed properties of the Gentoo network.

The degree distributions of the DDEA and DAAE models are shown in Fig. 6(a) and (b), respectively. From Fig. 6(a) we observe that the simulation results of the DDEA model mimic the actual observations in general, indicating that the DDEA gives a better description of the data than the three existing models examined before. We also note the remaining problems: The maximum node degree of the networks generated by DDEA is significantly larger than that of the actual Gentoo network. The clustering coefficient produced by our DDEA is 0.0381, which is very close to the actual value. Overall, the DDEA model provides better characterization of the Gentoo network than other models in multiple dimensions and could provide useful insights into the evolution of Gentoo Linux and networks alike.

5. Analytical properties of the DAAE model

In this section, we derive some useful analytical properties of the DAAE model. These results help to frame some of the computational findings discussed in Section 4 in a formal setting. The technical approach adopted here is largely based on the effective medium approach used by Dorogovtsev and Mendes [28]. Since the results for the exponents do not depend on the number of edges added to the network each time [35], we consider exclusively network growth with one new node and one edge.

We observe that \( P(k, s, t) \), the probability that the degree of node \( s \) at time \( t \) is equal to \( k \), can be obtained by the \( \delta \)-function, i.e. \( P(k, s, t) = \delta(k - \bar{k}(s, t)) \), where \( \bar{k}(s, t) \) is the mean degree of node \( s \) at time \( t \). We have

\[
\frac{\partial \bar{k}(s, t)}{\partial t} = \frac{\bar{k}(s, t)^{\alpha}(t-s)^{-\beta\bar{k}(s, t)}}{\int_0^t du \bar{k}(u, t)^{\alpha}(t-u)^{-\beta\bar{k}(u, t)}} \tag{6}
\]

where \( \bar{k}(0, 0) = 0, \bar{k}(t, t) = 1 \). We apply \( \int_0^t ds \) to Eq. (6) and obtain

\[
\int_0^1 \bar{k}(s, t) ds = 2t. \tag{7}
\]

In order to solve Eq. (6), we let

\[
\bar{k}(s, t) = \kappa(\xi), \tag{8}
\]

where \( \xi = s/t \). From Eqs. (7) and (8), we obtain

\[
\int_0^1 \kappa(\xi) d\xi = 2. \tag{9}
\]

Based on Eqs. (6) and (8), we derive

\[
-\frac{d\kappa(\xi)}{d\xi} \xi = \frac{\kappa(\xi)^{\alpha}(t - t\xi)^{-\beta\kappa(\xi)}}{\int_0^1 \kappa(\zeta)^{\alpha}(t - t\zeta)^{-\beta\kappa(\zeta)} d\zeta} \tag{10}
\]

and

\[
\kappa(1) = 1. \tag{11}
\]

Using the fact

\[
\int_0^1 \kappa(\zeta)^{\alpha}(t - t\zeta)^{-\beta\kappa(\zeta)} d\zeta = \gamma, \tag{12}
\]

we rewrite Eq. (10) as

\[
-\frac{d\kappa(\xi)}{d\xi} \xi = \frac{1}{\gamma} \kappa(\xi)^{\alpha}(t - t\xi)^{-\beta\kappa(\xi)}. \tag{13}
\]

We now give two properties.
Property 1. If $\alpha \neq 1$, and $\beta \to 0$, then at time $t$, degree distribution $P(k, t)$ decreases as a stretched exponential in $k$, such that:

$$P(k, t) \sim k^{-\alpha}e^{\frac{\beta}{\gamma}(1-k^{1-\alpha})}. \quad (14)$$

Proof. If $\alpha \neq 1$, Eq. (13) can be transformed into

$$d\kappa(\xi)_{1-\alpha} = -\frac{1 - \alpha}{\gamma \xi} (t - t\xi)^{-\beta \kappa(\xi)} d\xi. \quad (15)$$

As it is difficult to integrate Eq. (15) directly, we apply an approximation scheme using Taylor’s formula to expand $(t - t\xi)^{-\beta \kappa(\xi)}$.

$$d\kappa(\xi)_{1-\alpha} \approx -\frac{1 - \alpha}{A_1 \gamma \xi [1 + M_1(\xi - \xi_0)]} d\xi, \quad (16)$$

where

$$A = (t - t\xi_0)^{\beta \kappa(\xi_0)}, \quad (17)$$

$$M = \beta \left[ \kappa'(\xi_0) \ln(t - t\xi_0) - \frac{\kappa(\xi_0)}{1 - \xi_0} \right]. \quad (18)$$

We now solve Eq. (16) and obtain

$$\kappa(\xi)_{1-\alpha} \approx -\frac{1 - \alpha}{A_1 \gamma \xi [1 + M_1(\xi - \xi_0)]} \ln \left[ \frac{\xi}{1 + M(\xi - \xi_0)} \right] + C_1. \quad (19)$$

Recalling Eq. (11), we can determine constant $C_1$. The final solution is

$$\kappa(\xi)_{1-\alpha} \approx -\frac{1 - \alpha}{A_1 \gamma \xi [1 + M_2(\xi - \xi_0)]} \ln \left[ \frac{\xi [1 + M(1 - \xi_0)]}{1 + M(\xi - \xi_0)} \right] + 1. \quad (20)$$

If $\beta \to 0$, from Eqs. (17), (18) and (20) we can see that

$$\kappa(\xi) \sim \left( 1 - \frac{1 - \alpha}{\gamma \xi} \ln \xi \right)^{\frac{1}{1-\alpha}}. \quad (21)$$

Since $P(k, t) \propto \delta s/\delta k$, we conclude

$$P(k, t) \sim k^{-\alpha}e^{\frac{\beta}{\gamma}(1-k^{1-\alpha})}. \quad (22)$$

Property 2. If $\alpha = 1$, and $\beta \to 0$, then at time $t$, degree distribution $P(k, t)$ shows the power-law property and follows

$$P(k, t) \sim k^{-3}. \quad (23)$$

Proof. If $\alpha = 1$, Eq. (13) can be transformed into

$$d \ln \kappa(\xi) = -\frac{1}{\gamma \xi} (t - t\xi)^{-\beta \kappa(\xi)} d\xi. \quad (24)$$

To obtain an approximate solution, we apply Taylor’s formula to $(t - t\xi)^{-\beta \kappa(\xi)}$ and obtain,

$$d \ln \kappa(\xi) \approx -\frac{1}{A_1 \gamma \xi [1 + M(\xi - \xi_0)]} d\xi. \quad (25)$$

The solution to Eq. (24) is

$$\ln \kappa(\xi) \approx -\frac{1}{A_1 \gamma [1 - \xi_0]} \ln \left[ \frac{\xi [1 + M(1 - \xi_0)]}{1 + M(\xi - \xi_0)} \right] + C_2. \quad (26)$$

Recalling Eq. (11), we can determine constant $C_2$ and get

$$\ln \kappa(\xi) \approx -\frac{1}{A_1 \gamma [1 - \xi_0]} \ln \left[ \frac{\xi [1 + M(1 - \xi_0)]}{1 + M(\xi - \xi_0)} \right]. \quad (27)$$
If $\beta \to 0$, we obtain
\[
\ln \kappa(\xi) \sim -\frac{1}{\gamma} \ln \xi.
\] (27)

Recalling Eqs. (9) and (12), we obtain
\[
\gamma \to 2.
\] (28)

Then
\[
\kappa(\xi) \sim \xi^{-\frac{1}{2}}.
\] (29)

Finally, we obtain the degree distribution
\[
P(k, t) \propto \partial s/\partial k \propto k^{-1-\gamma} \sim k^{-3}. \quad \Box
\] (30)

From the analysis above, in the DAAE model, we have found that if the parameter $\alpha$ is not equal to 1 and $\beta$ is very small, then the degree distribution decreases as a stretched exponential. However, if the parameter $\alpha$ is equal to 1 and $\beta$ is sufficiently small, then the degree distribution of this model exhibits the power-law property.

6. Concluding remarks

In this paper, we present an empirical analysis of the Gentoo network. We have analyzed network properties including degree distribution, sparsity, clustering coefficient, degree growth rate, and node growth. As existing models do not provide satisfactory explanation for the observed characteristics concerning the Gentoo network’s degree distribution and clustering coefficient, we have developed and evaluated two new network growth models, DDEA and DAAE, based on the KRL and DM models. By comparing simulation results with empirical observations, we demonstrate that these new models, in particular, the DAAE model, are able to reproduce the observed properties of the Gentoo network better than their predecessors. The DAAE model has two notable features. (a) One component of the preferential attachment probability is based on a nonlinear term of the node degree. (b) The exponent of the aging-related term is dependent on the node degree.

For future research, additional evaluation of the DDEA and DAAE models needs to be conducted, in both software research and other application domains. As to open-source research, work is being pursued by several groups to analyze the developer network [15–18]. It will be interesting to study the co-evolution between developer and software package networks. From both engineering (package dependency) and management (developer network) perspectives, investigating intrinsic fitness measures for each node as in Ref. [33] and incorporating such measures in model development for open-source software present many interesting research opportunities. As pointed out in Ref. [13], investigating software systems from a complex network perspective helps one to gain better understanding of relationships among software network structure, object complexities, object interactions, development processes, and system evolution. Study a number of open-source software systems beyond Gentoo Linux and developing models and measures that could be applicable to open-source software engineering in general could lead to fruitful research contributions.
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